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Figure 1. Synthesizing code from nested example specifications using ScooPy: 1 an example scope with one input-output

example. Variable states at input and output are separated by the => arrow. The example is used as a test for the code within

the scope, providing live feedback that the code fails for this input-output pair. 2 , 3 An outer and an inner scope with code

that is correct for their examples. 4 When the programmer moves their cursor to a scope and types !!, 5 that scope and all

the scopes nested within it are sent to the synthesizer. 6 A synthesis result is returned to the file. Examples and their nesting

are preserved and the code is updated to satisfy the examples.

Abstract
Current IDE-integrated program synthesis leaves no indi-

cation of what code was auto-generated, let alone an ex-

planation of why. This makes both identifying and under-

standing machine-generated code hard. We therefore add

example scopes, comments enclosing synthesized code that

document the input-output examples that created it. This

also allows programmers to manually edit examples and

re-launch the synthesizer without tediously re-entering the

examples. Scopes are simply text, and so can be created any-

where, including inside other scopes. However, synthesizers

This work is licensed under a Creative Commons Attribution 4.0 Interna-

tional License.

Onward! ’25, Singapore, Singapore
© 2025 Copyright held by the owner/author(s).

ACM ISBN 979-8-4007-2151-9/25/10

https://doi.org/10.1145/3759429.3762619

can only reason about one flat example set. To address this,

we introduce ScooPy, IDE-integrated program synthesis for

nested example specifications. ScooPy lets programmers edit

example scopes, see live information based on the examples,

and call the synthesizer on nested scopes. In two user stud-

ies with 6 and 16 participants we see that example scopes

increase users’ engagement with the code and that ScooPy

improves users’ ability to synthesize for some types of tasks.

CCS Concepts: • Software and its engineering→ Inte-
grated and visual development environments.

Keywords: program synthesis,interaction model

ACM Reference Format:
Tomer Katz and Hila Peleg. 2025. ScooPy: Enhancing Program Syn-

thesis with Nested Example Specifications. In Proceedings of the
2025 ACM SIGPLAN International Symposium on New Ideas, New
Paradigms, and Reflections on Programming and Software (Onward!
’25), October 12–18, 2025, Singapore, Singapore. ACM, New York, NY,

USA, 20 pages. https://doi.org/10.1145/3759429.3762619

https://orcid.org/0009-0004-4156-5398
https://orcid.org/0000-0002-0107-5659
https://creativecommons.org/licenses/by/4.0
https://creativecommons.org/licenses/by/4.0
https://creativecommons.org/licenses/by/4.0
https://doi.org/10.1145/3759429.3762619
https://doi.org/10.1145/3759429.3762619


Onward! ’25, October 12–18, 2025, Singapore, Singapore Tomer Katz and Hila Peleg

1 Introduction
Program synthesis generates code in response to a user-

provided specification. In recent years, program synthesis

has been incorporated into development environmentswhere

it can accept user specifications and insert the resulting pro-

gram directly into the user’s code file [1, 13, 14, 16]. Once

added to the file, synthesized code is no different than any

human-written code. Once time passes, and the code is added

to the project’s source control, it cannot be traced back to

the synthesizer, only to the user who ran it. In such a case,

a programmer—the same one who synthesized the code or

a different one—may return to a piece of code in order to

debug, modify, or extend it and wonder: did I write this or

did the synthesizer? And why did it end up like this?

Moreover, it matters not only that the code was synthe-
sized but what it was synthesized from. If the code was gener-

ated as prefix completion from a generative model (e.g., [1]),

there is no simple way to explain where it came from. But if

the synthesizer is specified using Programming-by-Example

(PBE) [5, 11, 16, 18], a modality where the generated pro-

gram is guaranteed to satisfy a provided set of examples,

seeing the examples provided to the synthesizer is helpful

for anyone returning to the code. For instance, the user may

remember that the code

1 t = str(len(s)) + s[0]

was generated by a synthesizer, but not why. A programmer

using small-step PBE [14], i.e., advancing through the prob-

lem in small, relatively linear chunks, and generating code

from examples for each such chunk, will have many such

lines strewn throughout their code.

An immediate solution to this is to document synthesized

code as such via code comments. Code generation frame-

works [8, 17] use this for the separate, generated code files,

as do integrated code generators [33]. For inline synthe-

sized code, the comment needs to serve two needs: to show

what input was provided to the synthesizer, and to delin-

eate exactly what code was specified, as this may be several

lines. The first need is served by including the programmer-

provided specifications as a documentation of the synthe-

sizer’s input in the format input => output, and the second

by the synthesizer outlining the scope of the synthesized

code. Together, they form an example scope:

1 #! Start of specification scope:

2 #! 1) s = 'ddd' => t = '3d'

3 #! 2) s = 'cc' => t = '2c'

4 t = str(len(s)) + s[0]

5 #! End of specification scope

The information that example scopes contain can be lever-

aged in a myriad of ways to interact with and comprehend

the synthesized code. i) The textual representation of the

examples can be edited by the programmer and re-sent to the

synthesizer. This means, e.g., correcting a slight error in the

entered specifications does not require the programmer to re-

enter all specifications (something users of previous systems

complained about [13]). ii) This also creates a keyboard-only

mechanism for interacting with the synthesizer, one that

does not change the focus to any other windows as previ-

ous synthesizers do. iii) Moreover, if the user does not like

the result, they can incrementally refine the specification by

adding more examples. The persistence of previous exam-

ples makes searching for a differentiating example (a task

previously shown to be hard [35]) easier for the programmer.

iv) Finally, the enclosed code can be executed on its examples,

providing live feedback [42] that changes as the code or the

examples change. This helps programmers better understand

the code and raise their confidence in its correctness.

In an unconstrained tool, the programmer can edit any of

the text—code or comments—in any way, and call the syn-

thesizer anywhere, and even cut and paste synthesized code

(behavior observed by Ferdowsifard et al. [14]). These can

lead to example scopes that are nestedwithin each other, as in

Figure 1. Both bottom-up and top-down approaches to code

construction [9] can cause a new scope to be added around or

inside an existing scope, and the result is the same: specifica-

tions that cannot be sent to current PBE synthesizers, which

can only handle “flat” example sets. To allow unconstrained

editing and synthesis, our system must respect and accept

nested scopes in both interaction and synthesis.

To support this workflow, we designed ScooPy,
1
a develop-

ment environment and synthesizer that support hierarchies

of example scopes. ScooPy extends the LooPy synthesizer

and development environment [13], which neither docu-

ments synthesis results with an example scope nor support

any nesting of example specifications. ScooPy’s development

environment offers the programmer easy ways to create and

edit example scopes, and provides live feedback on the code

inside the scopes based on those examples. This includes

treating examples as tests and highlighting passing and fail-

ing tests in the editor. Additionally, since nesting makes it

harder to reason about the full specification, ScooPy helps

the programmer identify some contradictions in their specifi-

cations, stopping them from launching the synthesizer for

a task that will certainly fail. Finally, ScooPy lets the pro-

grammer launch the synthesizer from any example scope to

synthesize a result for it and any scopes nested inside of it.

To synthesize with nesting, the ScooPy synthesis algo-

rithm extends LooPy’s, using a syntax-guided approach to

ensure all nested scopes of examples are considered by the

synthesizer. This breaks the hierarchical specification into

sub-goals, addressed by several synthesis calls. Each scope

is then required to use code that satisfies any nested scopes.

This choice satisfies our design goals, that no internal scope

goes unaddressed by the synthesizer, and that the result be

1https://github.com/tomerkatz2001/ScooPy.git, VM with ScooPy prein-

stalled is available at https://doi.org/10.5281/zenodo.16933581.

https://github.com/tomerkatz2001/ScooPy.git
https://doi.org/10.5281/zenodo.16933581
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sound: if a program is found, then it is correct, i.e., satisfies

all provided examples including all nested examples.

To evaluate ScooPy we conducted two user studies: one,

a within-subjects study on 6 participants, evaluating only

the liveness and editing of example scopes, and the second,

a between-subjects study on 16 participants, evaluating syn-

thesis with ScooPy. Our results show that example scopes

increase users’ engagement with the code, and users react fa-

vorably to live feedback based on them. Moreover, ScooPy’s

ability to handle nested scopes helped participants better

achieve synthesis objectives in some types of tasks.

We also conducted an empirical evaluation of ScooPy’s

back-end. Using 50 benchmarks, we measured the synthe-

sizer’s runtime and the number of nested examples required

to solve programming tasks, and compared the results with

those of LooPy. Additionally, we evaluated the accuracy and

runtime of large languagemodels (LLMs) on the same synthe-

sis tasks and compared their performance with our synthesis

algorithm. Our results show that ScooPy solved most of the

benchmarks in less time and with fewer examples.

This paper makes the following contributions:

⊲ Automatic documentation of synthesized code with an

example scope that also records with what examples the

code was synthesized.

⊲ An interaction model that helps programmers edit exam-

ple scopes and leverages them to provide live feedback

and warnings for synthesis calls that will fail.

⊲ A new syntax-guided synthesis algorithm that uses the

structure of the scopes to ensure nested examples are not

discarded and a sound result is returned.

⊲ Two randomized controlled studies of ScooPy exploring

the impact of its interaction and synthesis capabilities.

⊲ An empirical evaluation showing ScooPy’s synthesis al-

gorithm’s advantage in speed and number of examples

needed.

2 ScooPy by Example
Eunice, a programmer, is asked to write a run-length en-

coding compression function in Python, the kernel step of

which is shown in Section 1. Since she uses program syn-

thesis in her day-to-day work, she employs it in this task.

She has a high-level idea of the solution: iterating over the

input with three variables: last character seen, count of the

number of times it was seen, and an accumulator rs to save

the result. She first writes the for loop and the skeleton for

the conditional for checking if the current character is new.

The case where c == last (then branch) is simple enough,

and Eunice writes it herself. The else branch is more compli-

cated, and Eunice synthesizes it using LooPy’s ?? shortcut:

Eunice uses LooPy’s live values to provide one example

for the full else block. The synthesizer inserts the result into
the code, documenting it with an example scope:

The example in the scope is colored green, indicating that

when the code inside the scope is run on the example’s input,

variable values after it match the example’s output.

Since only the else block is specified, Eunice wraps the

whole loop body with another example scope: she selects

the entire conditional and presses Ctrl + #

3 . This creates the

scope’s header and footer around the block and lets her enter

examples. Since Eunice is an experienced synthesis user, she

always specifies conditionals with at least two examples, one

for each branch. However, Eunice makes a typo when enter-

ing the output for the example specifying the else branch,
entering the string '2s' instead of '2a'. This causes a conflict:
there are now two examples with the same input specify-

ing two different outputs. Simply put, there is no longer a

program that can satisfy all examples. Despite the fact the

two examples are not in the same example scope, ScooPy

can help!

ScooPy recognizes the conflict and immediately indicates

to Eunice which examples are the problem. Moreover, if

Eunice tried to call ScooPy’s synthesizer now, she would get

a warning. Eunice inspects the conflict and decides that the

else block is sufficiently covered by the inner example, so

she deletes the second example of the outer scope, which

resolves the conflict.

Eunice now notices a bug in the else branch: the synthe-
sized assignment rs = '2' + last is overfitted. Eunice deletes
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the line and calls the synthesizer again only for this assign-

ment, providing two examples. This synthesizes the correct

assignment and brings Eunice to the state of the code shown

in Figure 1. However, once this assignment is replaced, the

middle block ( 1 ) no longer satisfies its example. While

Eunice may not immediately see why (the order of the as-

signments is wrong), she can easily see that the example does

not hold: ScooPy provides this information as live feedback

by coloring the example in red.

While Eunice could continue debugging the codemanually

with the help of the live feedback from the example scopes,

she instead invokes the synthesizer: placing her cursor at the

outer-most scope, she presses ! ! , which sends the example

scope at the cursor and all its nested scopes to the ScooPy

synthesizer ( 5 ). ScooPy synthesizes a new solution that

satisfies all examples while maintaining their hierarchical

nature and replaces it in the editor:

The live feedback for all example scopes is now green,

since all code enclosed by a scope satisfies the examples.

Since this code is synthesized, this is by construction.

A demo video of this example in ScooPy can be found in

the supplementary material.

3 Background and Related Work
In this section, we review the current state of tool-embedded

program synthesis, and provide background on the tech-

niques ScooPy extends and builds on.

3.1 Synthesis from Examples
Programming-by-example (PBE) [25] is a program synthesis

paradigm where calls to the synthesizer are specified with

input variable values and their respective outputs, effects, or

variable values after the run, and is handled by a variety of

specialty algorithms [2, 4, 18, 43] many of which are domain-

specific [6, 44, 47, 52].

PBE tools that output programs into a more general de-

velopment environment [5, 11, 16, 18, 53] often lose connec-

tion between the original specification and the synthesized

code [11, 13, 14, 16]. New versions of FlashFill [18] within

Microsoft Excel keep cells filled in by synthesis separate

from user-provided cells until their content is accepted by

the user, but after that the distinction is lost. Santolucito et al.

[37] relies on a specification file kept alongside the code file

to provide examples at the function level. Section 4.1 will

describe how ScooPy maintains the connection between syn-

thesized code and specification, which enables editing and

liveness capabilities in the IDE.

Current PBE synthesizers only handle a “flat” specifica-

tion: one or more examples all specifying the same code

at the same level. Sub-goals in PBE remain an open prob-

lem, sometimes relying on user-provided task decomposi-

tions [14, 21, 49], and otherwise explored for techniques to

synthesize recursive programs [2, 32, 34, 50]. Extending inner
specifications to an outer scope can work forward via execu-

tion and even backwards over some language constructs [29],

but it requires assuming that the code within the scope is

correct. If the programmer is calling the synthesizer to fix

a scope where the examples do not hold, this cannot be as-

sumed. Section 4.2 will describe the new ScooPy synthesis

algorithm designed to respect example specifications nested

inside each other, without any additional assumptions.

3.2 Supporting Users of PBE
Jayagopal et al. [19] showed that programmers favor syn-

thesis tools that allow them to mix editing and synthesis in

the same interface. ScooPy incorporates synthesis within

the editor, allowing the programmer to mix synthesis with

editing of both code and specifications. Specifically, editing

the specifications to fix mistakes or refine them has been a

user pain point before in PBE [13, 35], especially since PBE

synthesizers tackle the inherent underspecification of exam-

ples by asking users to provide more examples to clarify their

intentions. Some synthesizers help users disambiguate their

intent by providing them with new inputs to specify the out-

puts for [20, 30, 46, 52], but this may not be sufficient to find a

differentiating example that both exemplifies intended behav-

ior and rules out a current bad program, a problem shown

by Peleg et al. [36] to be time-consuming for users. Some

tools allow disambiguation via other means than additional

examples [35, 36, 51, 52]. However, these disambiguation

interactions take place in specialized interfaces.

ScooPy also provides programmers with live feedback by

treating example scopes as localized tests. Testing within a

unit is not a new concept. It was used to locally test whole

functions [12], provide inputs for individual code blocks [23],

and even single statements [27]. Liu et al. [26] also support

extracting such local tests from separate unit tests. All of

these were shown to be helpful in a variety of programming

tasks like debugging and code comprehension.

Jayagopal et al. also noted the importance of feedback from

the synthesizer in the case of failure to find a program. In PBE

one cause of failure is specifying an outright contradiction:

the same inputmapping to two outputs is a specificationwith

no solution. While some synthesizers explicitly explain why

such contradictions hard to test (e.g., Osera and Zdancewic
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Figure 2. Synthesizing using live values in LooPy: the user

assigns output values to variables count and rs to pair with a

live input state from the Projection Box.

[34]) the standard behavior of synthesizers is to assume this

is the user’s responsibility, and the search will time out if

there is a contradiction. Because contradictions in a nested

specification can be harder to identify, ScooPy also provides

as much assistance as possible in conflict identification.

3.3 The LooPy Synthesizer
ScooPy extends LooPy [13], a PBE synthesizer embedded in

the Live Programming environment Projection Boxes [24]

inside VS Code [31]. LooPy leverages the available live val-

ues provided by Projection Boxes as inputs, only requiring

the programmer to provide outputs. Its user interface for

entering examples is seen in Figure 2.

LooPy’s synthesis algorithm can synthesize assignment

statements, sequences of assignments, and conditional state-

ments containing assignment sequences. However, to do so,

it requires programmers to provide block-level specifications:
to specify full blocks of code with end-to-end examples that

contain output values for all variables in the block. This

is in contrast with small-step PBE [14] where the program-

mer advances through the program one statement at a time,

thinking through the problem in small chunks.

The compress function shown in Section 2 was also the

motivating example for LooPy. There, the programmer not

only had to provide at least five examples in order to solve it,

but every example had to describe the behavior of the entire

loop iteration, for all variables. ScooPy’s example scopes,

however, let the programmer think about smaller pieces of

the program, and to exclude variables that do not matter like

s in all scopes or c in the inner-most scope. Not only are

these examples easier to provide, the programmer also needs

to provide fewer examples overall.

4 The ScooPy System
ScooPy is built on top of LooPy’s live PBE interaction model,

extending it with four main concepts: i) persisting the exam-

ples used to call synthesis, ii) editing example scopes, iii) live
feedback for the scopes, and iv) synthesizing nested example

scopes. Section 4.1 describes the editing and liveness exten-

sions in greater detail, and Section 4.2 describes the changes

to the synthesis algorithm.

(a) ScooPy helps the programmer add a new example in the correct

format by providing a table to fill.

(b) Line 3 is green to denote that line 4 satisfies the example. The

Projection Box for line 4 shows values of live variables.

(c) Line 4 is red to indicate line 5 does not satisfy the example.

Hovering over line 4 shows what output variables are incorrect.

Figure 3. Example scopes in VS Code with ScooPy.

4.1 Editing and Liveness of Example Scopes
4.1.1 Persisted Example Specifications. Two use-cases

motivate the persisting of synthesis specifications, each con-

tributing goals for our design. First is the need to identify

synthesized code and what specification caused it to be gen-

erated. This indication should follow the code into version

control, and remain even if the programmer edits some of

the code. We notice this has no bulletproof solution: pro-

grammers who edit synthesized code may wind up entirely

replacing the code within an indication of synthesis; like-

wise, they can manually remove any indication left by the

tool that the code was originally synthesized.

Second, as noted by users in the studies for synthesis tools

LooPy and SnipPy, once the specification was sent to the

synthesizer it disappeared, so if the programmer needed it

again to a) reflect, b) fix a typo, c) refine it (i.e., add exam-

ples), or d) make a behavioral change, they had to re-enter all

examples from scratch. The inability to fix a mistake, in par-

ticular, was a great pain point for LooPy’s users [13, Section

8]. The examples themselves, then, should persist alongside

the code.

Persisting the examples as code comments is inspired

by previous work providing localized execution inputs or

tests [12, 23, 26, 27]. These share the approach of storing

values as comments in the code file, with IDE support for

displaying the values, evaluating, and visualizing the out-

come. We choose the format of input => output, to be read as
“if the input values are so, then the output values will be so”,
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where input and output indicate variable values immediately

before and immediately after the code in the scope.

Because snippets returned from the synthesizer can be

part of a larger block of code, we cannot follow the lead

of previous work [12, 23] and use the end of the function

or Python scope to terminate an example scope; instead

ScooPy’s example scopes need to open and explicitly close.

In the IDE, the start and end of a scope are connected by an

indent guide for ease of reading.

4.1.2 Editing and Synthesizing Example Scopes. Ex-
ample scopes are, at their heart, still example specifications.

This means they can be passed back to the synthesizer to

re-synthesize. When a programmer calls the synthesizer with

their cursor at an example scope, that scope and any scopes

nested within it will be sent to the synthesizer. Any other

code, including other enclosing scopes will not be affected.

The resulting code will replace the entire scope, and will still

persist the examples, including in nested parts of the result,

as shown in Section 2.

Because example scopes are a structured format of Python

comments, the programmer can easily edit them. This makes

re-running the synthesizer with corrected or extended spec-

ifications simple.

And, of course, to the synthesizer there is no difference

between an example scope created by the synthesizer and

one in the same format entered by the user. This creates

a keyboard-only interface with the synthesizer, where the

programmer manually adds an example scope and sends it

to the synthesizer.

For users who do not want to work only in text, ScooPy

also supports adding more examples via a table to fill (Fig-

ure 3a) similar to the box for collecting examples for a new

synthesis task (Figure 2).

4.1.3 Live Feedback from Example Scopes. ScooPy is

built on top of LooPy, itself incorporated in the live pro-

gramming environment Projection Boxes [24]. This means

LooPy continually displays runtime values as a means to

providing feedback about the program as it is being writ-

ten. This is seen side by side with ScooPy in Figure 3c. The

examples for synthesis can originate from the Projection

Boxes runtime values but can also be manually entered via

an example scope. Incorporating them into the Projection

Boxes can cause confusion.

The live feedback ScooPy offers, then, is centered around

the textual comments of the example scope. It constitutes an

additional layer of liveness for the code. The advantage of
this is that this feedback is still available when Projection

Boxes are not, e.g., if the current function is not executed.

Examples as tests. In the spirit of Du et al. [12], Lerner

[23], and Liu et al. [27], ScooPy considers each example in

an example scope as a test for the code inside the scope,

including the code inside any nested scopes. The code is

(a) Additional information about a conflict.

(b)Warning when the user tries launching synthesis with a conflict.

Figure 4. ScooPy highlights the conflict between two exam-

ples. Each example in the conflict is highlighted in orange.

continually evaluated on the input values in the examples

and compared to the output values. In Figure 3b the example

is colored green since the code inside the scope satisfies

it, and in Figure 3c the example that does not hold is red.

In scoped code inserted by the synthesizer, all examples

are initially colored green, as synthesized code is correct
by construction with respect to the examples provided for

synthesis. However, users can edit both the examples and the

code inside the scope, including adding more examples that

did not participate in synthesis. Any edit can cause a “failing

test” that is immediately indicated to the programmer.

Conflict Identification. When a user provides examples,

they can wind up specifying an empty set of programs. In

PBE, there are many ways to specify something outside the

synthesizer’s space, but the only real contradiction is two

examples with the same input and different outputs. For the

most part, synthesizers assume consistency of the provided

examples, which is the user’s responsibility. However, nested

example scopes are more complex, and the programmer can

more easily miss a contradiction if the contradicting exam-

ples are not within the same scope, as shown in Section 2.

If the programmer creates a scopewith two examples, both

with the same input state but with different output states,

this is easily identifiable as a contradiction, and ScooPy will

highlight the two contradicting examples in orange, as seen

in Figure 4. However, the freedom that ScooPy affords users

allow for two complications: (1) conflicting examples in dif-

ferent scopes and (2) examples that specify different sets of

variables.

If the two examples are in different scopes, the same input

with two outputs is no longer necessarily a contradiction.

This means ScooPy needs to filter out cases that may have

a solution. If the two scopes follow each other, for example,

they will generate two consecutive assignments and there

is no conflict. Likewise, if they enclose each other but the

inner scope is in sequence with additional statements: if the

solution performs assignments before the inner scope, this

disconnects the identical inputs.
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for

if-else

c == last

stmts

count = 1

rs += str(count) + last

last = c

count += 1

E2

E3

E1

cond then

else

Figure 5. AST of the loop body in Figure 1. Green boxes

mark the scope specified by the example scopes.

If the examples with identical inputs specify two separate

branches of a conditional, then they specify two unrelated

runs, and are not a problem. However, as will be discussed in

Section 4.2, while this is not technically a conflict, it will fail

when attempting to synthesize the code. As such, ScooPy

will still warn about this case.

Scopes can also specify different variables, both in the

input and in the output. For example, scope 3 in Figure 1

specifies only rs in its output, whereas 1 and 2 specify

rs, count, and last. Likewise, the inputs in 3 do not spec-

ify c, but 1 and 2 do. If a variable is unconstrained in

both the input and output of an example, the example now

describes more than one concrete run of the code. A more

constrained example can conflict with a less constrained one

if the same run occurs in both; ScooPy therefore tests not

only identical inputs, but also subsuming inputs, i.e., if all

the specified variables in one are specified identically in the

other. Likewise for outputs ScooPy tests whether a variable

specified in both outputs is specified differently.

Once a conflict has been identified, it will not only be

indicated in the editor: ScooPy will warn the programmer

if they try running synthesis on the scope or any scope

containing it as shown in Figure 4b.

4.2 The ScooPy Synthesizer
To support the potential nesting of specifications, the synthe-

sizer behind our interaction needs to ensure all examples—or

synthesized code representing them—reach the outer-most

scope where the programmer called synthesis. This ensures

the soundness of the solution: a resulting program will sat-

isfy all of the examples contained in the input, as well as their

structure. In this section, we describe how the synthesizer

scoops the internal example scopes outward, creating multi-

ple synthesis tasks that maintain the division into sub-goals.

This ensures the nested examples are not lost, and has the

potential to make synthesis faster and need fewer examples.

In Section 3.1 we discussed the two problems with ex-

tending an example outward to an enclosing scope: i) the

need to evaluate code backwards, and in particular to find

unknown values before assignments, and ii) the inability to

assume the code is correct. This means we have to look at

each example scope where it is. We want the synthesizer to

use scopes locally, but to also preserve the additional infor-

mation encapsulated in the nesting. To this end we employ

a syntax-guided approach.

The tree structure of specifications. Because specifications
are an enclosing structure over parts of the code, they can be

parsed along with the language. Figure 5 shows the resulting

AST for the specified part of Figure 1, including the exam-

ple scopes enclosing each sub-tree, denoted E1, E2, and E3
matching 1 , 2 , and 3 in Figure 1, respectively. This can

now be incorporated into the tree construction algorithm of

the synthesizer, which, like the original LooPy synthesizer,

forms program trees bottom-up.

Scooping internal examples. ScooPy’s synthesizer scoops
examples by following the AST bottom-up. Each example

scope reached is either reserved as examples or synthesized.

When synthesized, the way its result needs to be reserved

within any enclosing scope is determined by its parent node.

A full version of the algorithm appears in Section A. Based

on LooPy’s original target grammar, our implementation is

concerned with two composition productions: a sequence of

statements and a conditional statement. The third production

in the target language, a single assignment, is always a leaf

in the tree, and so is not involved in scooping.

Scooping conditionals. First, we consider a conditional:

an example scope can specify the entirety of a branch in a

conditional statement, like E1 in Figure 5, or the full condi-

tional, like E2. In total, there may be three example scopes

immediately above and immediately below a conditional.

Considering them at the same level means they can help

the user find a different, better condition for their if state-

ment, or help them refactor the code into straight-line code

that no longer needs the conditional. Lubin and Chasins [28]

observed that programmers often first write code with un-

necessary cases, which is then refactored into a single case;

aiding in this refactoring is itself a use-case for synthesis.

Example scopes that specify the branches explicitly con-

tain additional information: this is a user-provided hint that

if the synthesized solution contains a conditional, these ex-

amples should take the same path in the code’s execution.

(This is trivially true if the solution does not branch.) In other

words, the synthesizer should rule out any boolean condition

that separates them. The ScooPy synthesizer, then, can rule

out the invalid branchings, proceeding to synthesize as usual

afterward.

Scooping sequences. The second production that the synthe-
sizer needs to consider is sequencing: an example scope can

be in a sequence with other statements, which themselves

may or may not be specified. For example, E3 is in a sequence
with the statements before and after it inside the else block.

Assignments before it and possibly-incorrect code after it
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mean we cannot “stretch” the examples to the scope of the

enclosing block.

Instead, the synthesizerwill synthesize any example scopes

in the sequence, and pass the results up the tree. Any en-

closing scope will then synthesize not only using its own

examples but will also be required to use the synthesis re-

sults from inner synthesis results, implemented using a retain
predicate [35] in its synthesis specification. In Figure 5, the

synthesizer finds rs += str(count) + last as a solution to E3,
which the next synthesis task, that for the conditional, is

then required to use.

More synthesis tasks, fewer examples. One sub-tree with
nested specifications can end up triggering several dependent

synthesis tasks. However, these tasks fare better than a single

large task: both the division into sub-goals and the reduction

in the number of examples each individual task handles

speed up synthesis. Moreover, because nested specifications

are more expressive than top-level examples, the user will

need to provide fewer examples across all scopes than they

would when specifying just at the top level. These are shown

in our additional non-user evaluation in Section 7.

Specifying with different variables. In Section 4.1.3, we

described cases where two examples—that can even be in

the same scope—have different input variables and different

output variables. This is an unusual situation for a PBE syn-

thesizer. To synthesize with such a set of examples, ScooPy’s

synthesizer needs to define the meaning of a missing vari-

able v in an example, which is different in an input or an

output. In inputs, ScooPy considers this variable to have the

value ⊥, i.e., be unavailable. Because ScooPy can synthesize

conditional statements, the solution can have one branch

that handles only examples where v has a value, and so uses

v, and another branch that does not use v at all. If v is missing

from the output of an example, however, we consider it to be

unconstrained (with value ⊤) in that example, i.e., a solution

can assign any value to it in a run on the example’s input.

5 User Study 1: Example Scopes
Our first study is a small-scale, online, within-subjects study

of ScooPy that isolates example scopes and their liveness and

editing features, without the added complexity of synthesis.

This gave us an initial assessment of the value of persisted

examples, as their existence is the assumption the remainder

of the ScooPy system hinges on.
2
The study aims to explore

our preliminary research question:

RQ1 Does persisting specifications in example scopes help

programmers better understand and manipulate syn-

thesized code?

2
Replication package for both studies is available at https://doi.org/10.5281/
zenodo.16937699.

5.1 Method

Participants. We recruited a convenience sample of six

participants (6M), all students at Technion. Two of the partic-

ipants were graduate students and four were undergraduate

with at least two years of industry experience. All had at least

seven years of programming experience, and three years of

Python experience. Participants were compensated $13/hr

for their time.

Tasks. We used the four tasks previously used in the user

study for SnipPy [14], the predecessor to LooPy, where par-

ticipants had originally described issues with the ephemeral

nature of specifications. In our version of the tasks, code

files contained a buggy solution synthesized using small-

step specifications. Each task had two versions, synthesized

with the same sequence of small-step PBE [14] steps: one

constructed from LooPy’s results (i.e., no documentation of

synthesized snippets) and one constructed by ScooPy, where

each small step had its own example scope. Nested example

scopes were not synthesized, so the code in the synthesis

results was identical between settings. A top-level comment

provided several inputs to the function and their expected

outputs, one of which is not satisfied by the program.

Task A. Abbreviate: given a name string, return its initials,

separated by a '.' and in lower-case. This task contained a

typo in the specifications, rather than code overfitted to the

examples.

Task B. Duplicates: given an input string, return how many

characters appear in the input more than once.

Task C. Max and Min: given a string of numbers, return a

string containing the largest and smallest.

Task D. Palindrome: return True if the input string is a palin-

drome when rotated zero or more characters to the left.

The initial code that was given to participants for each

task can be found in the supplementary material.

Methodology. The study took place over a Zoom call, with

full control of the researcher’s computer transferred to par-

ticipant. To answer RQ1, we asked participants to solve two

tasks in LooPy’s editor and two tasks in ScooPy’s. The order

of the tools and tasks was counterbalanced using a Latin

square.

Participants were first shown an introductory video about

program synthesis, where the problem of overfitted synthesis

results was explicitly explained to them, and another video

about using Projection Boxes and ScooPy’s specifications.

For each task, participants were then asked to identify the

cause of the failure andmanually fix the code. Theywere also
asked to inform the researcher when they thought the code

works correctly. Participants who stopped at an incorrect

solution were given another failing function-level test; tasks

had a 25 minute timeout. Participants could not call the

synthesizer.

https://doi.org/10.5281/zenodo.16937699
https://doi.org/10.5281/zenodo.16937699
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(a) Task A. Abbreviate
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(b) Task B. Duplicates
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(c) Task C. Max and Min
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(d) Task D. Palindrome

Figure 6. Time to complete each task in Study 1 for each participant. Averages include timeouts.

5.2 Results
While the LooPy baseline allowed users to add more execu-

tions of the code that would generate more live values in

the Projection Boxes, none did. When using ScooPy, users

demonstrated via both actions and verbal comments more

engagement with the code and the tool. Some users, even

though they verbally expressed a correct understanding of a

specific line of code, still added more examples for additional

clarity. P5 said, “I don’t think there’s a problem here, but

I’ll just add another example”. This heightened engagement

with examples also led users to consider new function-level

executions and add them to the ones provided with the task.

Even after the programwas fixed, participants using ScooPy

continued adding both high-level and line-specific specifi-

cations. Users preferred adding examples to existing scopes

over adding new execution values to view in the Projec-

tion Boxes. Two out of the four users who used ScooPy first

wanted to add new example scopes. For example, P4 said, “I

don’t remember if sorted returns a value. . . how can I add the

comments above the line by myself?” All users who used

ScooPy before LooPy asked for example scopes back when

solving tasks with LooPy (P1,P4,P6).

As an interesting anecdote, the Palindrome task was given

to four users in LooPy, and of those, two (P2,P3) chose to

delete and re-implement the entire function instead of in-

vesting the necessary effort to understand the code. Neither

of the two users solving this task with ScooPy did this.

The times shown in Figure 6 reflect when users indicated

they were ready to walk away from the task. Almost univer-

sally, this time was longer with ScooPy. However, this went

hand-in-hand with more apparent willingness to understand

the existing code rather than just the task. Notably, studies
such as Gajos and Mamykina [15], Vaithilingam et al. [45]

illustrate that lack of engagement with generated code often

results in incorrect code and minimal learning.

6 User Study 2: Synthesizing
Our second study is a between-subjects study to examine

how users handled the added expressivity of synthesizing

with hierarchical specifications. We aim to further support

RQ1, now considering example scopes and their attached

editing and liveness features while synthesizing and not just

reading synthesized code. Additionally, it aims to answer

our remaining research questions:

RQ2 Do programmers understand the meaning of nested

scopes as a synthesis specification?

RQ3 Does synthesis of nested specifications improve pro-

grammers’ success with their synthesis objectives?

6.1 Method

Participants. We recruited 16 participants (9F, 7M), all stu-

dents at Technion, by hanging flyers in communal study

areas in the CS department. Of these, one was a master’s

student and the rest were undergraduate students. None of

the participants had any prior practical experience with pro-

gram synthesis. For those who responded to the flyer, we

performed an initial pretest to guarantee participants had an

adequate programming level in Python: participants were

asked to find the first index in a string where a second string

appears by iterating on the string with a loop. None of the

respondents failed to perform this initial task. We denote

the participants P7 to P22. Participants were compensated

$13/hr for their time.

Settings. Our experiment required a baseline setting against

which to compare ScooPy. We could compare it with the

existing LooPy IDE, as in Section 5, i.e., completely without

example scopes. However, since our first study showed the

documentation and liveness inherent in the scopes to be

valuable to users, simply adding synthesis (with different

algorithms) to both settings would have confounded the

results.

We therefore created an intermediate setting, which we

name Scoopyflat: users had full access to the ScooPy interac-

tion, including a synthesizer that generates example scopes,
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but with a synthesizer that can only solve “flat” specifica-

tions, representing the status-quo in symbolic synthesis. This

synthesizer can solve all tasks with sufficient top-level ex-

amples, but when invoking Scoopyflat on nested example

scopes, the synthesizer only respects the top-level examples.

This creates a setting where users can create nested scopes,

and isolates the change in the synthesizer to respect nesting

in the study.

Participants in the Scoopyflat setting were explicitly shown

the behavior of Scoopyflat on a nested specification as part

of the study’s guided introductory task.

Tasks. Our tasks set out to explore the two scenarios where

we hypothesized that nested specifications would be more

helpful than “flat” specifications: fixing unfamiliar code and

extending existing code. To this end, we have twomain study

tasks and one additional scaffolding task.

Task A. Compress: Starting with an initial state similar to the

incorrect state in Figure 1, participants were asked to fix the

synthesized code, which already includes example scopes.

Task B. Brackets (scaffolding): A scaffolding task in which

participants create the code they then extend in Task C.

This neutralizes the unfamiliarity of the code which is often

a confounder in modification tasks. In the initial task we

asked users to format a string and surround it with brackets.

The task had no initial code, only a top-level example. No

nesting was needed to solve this task, only a sequence of

assignments, so we expected to see no difference between

ScooPy and Scoopyflat.

Task C. Brackets (test): Starting from the result of task B,

participants were asked to extend their code to add a new

case where the string uses another formatting.

The initial sketch for the first task and the docstring for

the second task can be found in the supplementary material.

Methodology. To answer RQ2–3, we randomly assigned

participants to one of the two settings: ScooPy, or Scoopyflat.

Participants of both groups first watched an introductory

video about program synthesis, Projection Boxes, and exam-

ple scopes. Next, they performed a guided introductory task,

where the researcher walked them through using the editing,

liveness features and calling the synthesizer.

During this walk-through, participants were instructed to

create a two example scopes nested one within the other by

wrap an existing example scopewith a new scope that specify

a missing case. Participants were then asked to predict what

would happen if the synthesizer was re-launched on the

external scope in order to fix the internal code (in practice:

Scoopyflat would ignore the internal scopes, while ScooPy

would not). After they answered, they were instructed to call

the synthesizer, and then to explain what actually happened

and how it varies from their prediction.

Participants solved all three tasks in order using only edit-

ing of examples, adding new example scopes, and synthesis.

Task A had a timeout of 25 minutes, and tasks B and C had

timeouts of 15 minutes each.

Finally, participants were asked to fill out a survey reflect-

ing on their experience. Questions alternated positive and

negative phrasing. Participants filled out the survey in a form

that randomized question order and submitted it without

the researcher’s supervision. These are intended to mitigate

known biases that occur in participants’ responses.

6.2 Results

Understanding nested specifications. When asked during

the guided task what would happen when re-synthesizing

a nested specification, participants’ predictions were mixed.

Six of them thought the synthesizer would disregard the

inner scope, or were unsure but thought it would not take

it into account (P21). Even though they thought so, P14 in-

dicated they found this to be undesirable: “I would have

wanted it to do something with all the examples”.

The other ten participants thought the synthesizer would

use inner examples, saying, e.g., “it will use all the examples”

(P19). P19 noted that this is not only their prediction but

the correct behavior: “it should keep all the examples you

provided to it (not just use them)”. Two participants believed

that the synthesizer could, or at least should, track the history

of synthesis calls and use the data from previous synthesis.

Five participants out of the sixteen predicted the inner

example scope would be left completely intact, and the syn-

thesizer “shouldn’t touch the inner one” (P9). This was unre-

lated to whether they thought the synthesizer would take

the inner examples into account or not.

After re-synthesizing the external scope, five of the ScooPy

participants offered an explanation for what happened dur-

ing re-synthesis, and all five were correct. The other three

offered no explanation, only declarative descriptions of the

result. No participant provided an incorrect description.

Scoopyflat users described what happened as “deleting”

(P14, P17, P22), or “overriding” (P10, P13) Some reacted with

confusion (P18, P21), and reconciled it by saying the inner

scope did not count as examples (P21). P10, who had initially

predicted the inner scope would be used by the synthesizer

categorized the result as synthesis having failed.

Using nested specifications. During the Compress task,

three participants from each group wrapped code that in-

cludes another example scope with a new example scope.

However, not all of them did this to re-synthesize: some only

did it as a means to test their code. Many participants tried

to wrap the top-level of the function in an example scope,

but were instructed by the researchers not to do so because

the code includes a loop, which is outside of Scoopyflat and

ScooPy’s target language. In the post-study survey, both

Scoopyflat and ScooPy users rated wrapping examples as

fairly easy (averages 3.9 and 3.4, where 1 is “very difficult”)

and most found it not frustrating (averages both 2, where
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1 is “not frustrating at all”). Users also found it simple and

valuable to distinguish between scopes of examples, but not

as simple and valuable as they found example scopes them-

selves.

During the two parts of the Brackets task, nine partici-

pants from both groups (P9, P12-19) created nested scopes.

They synthesized the next assignment inside the scope of

the previous one. Since they synthesized an assignment to

a new variable, this did not “break the tests”: the variable

specified by the outer example scope did not change. And

this created an unbalanced tree of example scopes with a

long chain to the right. Scoopyflat’s users did this on average

0.25 times per task and ScooPy’s users 0.5 times per task.

At some point during TaskA all participants re-synthesized

a scope that includes a nested scope. However, ScooPy’s par-

ticipants did so more often: 2.5 times on average compare

to 1.62 times for Scoopyflat’s participants (medians 1.5 and 1,

resp.).

In the Brackets (test) task, while many participants created

nesting of scopes, participants only synthesized stand-alone

or inner-most scopes. This, again, neutralized the difference

between the tools.

Synthesizing locally. None of the ScooPy participants added
unnecessary input variables to the given inner scope in the

first task. Two of them (P13, P14) also added another nested

scope and provided only the local and needed variables to

specify their intent. On the other hand, almost all Scoopyflat
participants at some point re-synthesized the outer scope,

removing the inner scope. This led to a loss of locality, as

they had to work with examples that required specifying

more input variables, rather than focusing on the relevant

localized context.

Efficiency and expressiveness of ScooPy. While solving the

Compress task, Scoopyflat participants modified their exam-

ples and re-lunched the synthesizer nearly twice as often as

ScooPy participants: 8.25 re-synthesis calls on average and

a median of 8.5, compared to 4.37 times on average and a

median of 4.5.

Adding and modifying examples. All participants modi-

fied existing example scopes, most often as a means to fix

buggy examples and re-launch the synthesizer. This is the

behavior studied artificially in Task A of our first study (Sec-

tion 5) demonstrated on the participants’ own synthesis calls.

Several (P9, P14, P17) explicitly pointed out that inspecting

the example scopes helped them figure this out.

Participants of both groups responded favorably in the

post-study survey to adding and modifying examples. In

Table 1 all but one of the participants marking adding and

modifying examples as non-frustrating or neutral activities

(all averages under 2, where 1 is “not frustrating at all”),

and all but two participants ranked the ease of adding and

modifying examples as easy or neutral (all averages over

3, where 1 is “very difficult”). Moreover, participants found

Table 1. Participant responses to the post-study survey about
features available in Scoopyflat (F) and ScooPy (S).

avg distribution

F S F S

Rate the ease of the following action in the editor

1=very difficult, 5=very easy

Adding examples 3.8 4.1

Modifying examples 4.5 3.3

Wrapping code with examples 3.9 3.4

How frustrating was performing the following action in the editor?

1=not frustrating at all, 5=very frustrating

Adding examples 1.6 1.5

Modifying examples 1.9 1.6

Wrapping code with examples 2 2

How valuable did you find the following feature?

1=not valuable at all, 5=very valuable

Coloring examples according to their

evaluation result 4.5 4.9

The tool’s ability to visually distinguish

between different scopes of examples 3.6 3.5

Keeping past synthesis examples in the

editor for future synthesis 4.6 4.5

How complicated was it to understand the following feature?

1=not complicated at all, 5=very complicated

Coloring examples according to their

evaluation result 1.6 1.5

The tool’s ability to visually distinguish

between different scopes of examples 2.4 2.1

Keeping past synthesis examples in the

editor for future synthesis 1.6 2

Did you trust synthesized code?

1=completely distrusted, 5=fully trusted

When synthesizing with ?? (from scratch) 2.3 3

When re-synthesizing a single scope

of examples 2.8 3.6

When re-synthesizing multiple nested

example scopes 3 2.4

keeping the examples in the editor for future synthesis to

be valuable (averages 4.5 and 4.6, where 1 is “not valuable at

all”) and simple to understand (averages 1.6 and 2, where 1

is “not complicated at all”).

Using live feedback. Participants from both groups consid-

ered the live feedback for example scopes valuable (averages

4.5 and 4.9, where 1 is “not valuable at all”), and simple to

understand (averages 1.6 and 1.5, where 1 is “not complicated

at all”). Only one participant marked the coloring of tests

as complicated to understand, but did not mark them as not

valuable.
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Table 2. Participant responses to the post-study survey sum-

marizing their experience with Scoopyflat (F) and ScooPy (S).

avg distribution

F S F S

1=ineffective, 2=slightly effective, 5=very effective

How effective were the examples in

helping you understand code you did

not write? 3.3 2.8

1=very dissatisfied, 5=very satisfied

How satisfied are you with the overall

user experience of the tool? 3.3 3.6

As in our first study, some users (P10, P19) added more

examples to their code after they reached a solution in order

to check these examples would hold as well. This is a behav-

ior specifically enabled by the live feedback. P11, who used

ScooPy, also pointed to one of the input-output examples

provided in a comment for the task description and said, “I

wish it would appear up here with color”.

Specifically, conflict identification was more important

than we anticipated: participants created in 50% of ScooPy

sessions and in 38% of ScooPy sessions. The majority of these

conflicts were conflicts between examples in the same scope.

Only a handful were between examples of nesting scopes.

Participants who got a conflict warning quickly recovered

and modified or deleted one of the conflicting examples.

Times and success rates. Figure 7 shows the times until

participants completed each of the tasks. One ScooPy partici-

pant, P15, timed out performing the scaffolding Brackets task

and could not continue on to Brackets (test), indicated with

a - . One Scoopyflat participant, P7, left the experiment after

the first task, and is indicated as- for the remaining tasks.

Figure 7 also shows the average time to task completion,

including participants who timed out as the task timeout, 15

or 25 minutes.

Excluding timeouts, 5 of 8 ScooPy participants finished

the Compress task in an average of 19.5 minutes, compared

to one successful Scoopyflat participant who finished the

task in 25 minutes, seconds before the timeout. Figure 7

shows averages counting timeouts as 25 minutes, the aver-

age completion time with ScooPy was 21.5min and and for

Scoopyflat the average was 25min. The difference between

the two groups is statistically significant (unpaired t-test,

𝑝 = 0.0326).

In the scaffolding Brackets task, the two settings are near

equivalent—synthesis is always of the next step and no

nested scopes need to be synthesized to complete it. It is

expected, then, that participants in both settings performed

similarly; the difference between the groups is not statisti-

cally significant (𝑝 = 0.7603).

In the Brackets (test) task, Scoopyflat participants finished

in average of 2.3min. With a timeout counted as 15min,

ScooPy participants finished in an average of 6min. However,

this difference is not statistically significant (𝑝 = 0.1091).

User feedback. After seeing its effects in the guided task,

Scoopyflat participants were wary of any nesting they en-

countered during the study itself. P10 said, “if I touch the

outer scope it will disrupt all of the inner scope”. P14 was also

cautious, “if I [synthesize the outer scope] it would delete

everything”.

In the post-study survey, ScooPy participants expressed a

slight distrust of code synthesized from a nested specification

compared to Scoopyflat participants, as shown in Table 1. We

interpret the difference as Scoopyflat participants using this

feature less, because they understood it would delete inner

examples along with the code. In contrast, ScooPy users

knew that internal scopes would be considered but had not

yet developed enough intuition to be as confident about how.

Overall, ScooPy users were more satisfied with their ex-

perience (Table 2), on which the large gap in success rates

of Task A likely had some impact.

7 Non-User Evaluation
In this section, we show our non-user evaluations of ScooPy’s

synthesizer. We aim to answer the following research ques-

tions:

RQ4 Do nested specifications require fewer top-level ex-

amples and fewer examples in general to synthesize

correct programs?

RQ5 Does the addition of nested specifications and the

division into sub-tasks allow the synthesizer to search

its space faster than synthesizing a non-hierarchical

specification?

RQ6 Can an LLM serve as the synthesizer for nested exam-

ple specifications instead of ScooPy’s synthesis algo-

rithm?

Benchmarks. For the experiments in this section, we con-

structed two benchmark sets:

– main: a set of 50 programming tasks inspired by tasks in

the SyGuS competition [3] and from other PBE synthesiz-

ers [13, 22]. We turned each benchmark into a hierarchical

ScooPy task by synthesizing small parts of each task’s

solution and manually writing other parts, in a workflow

similar to the motivating example in Section 2. We then

added a top-level example scope with a few examples from

the original benchmark.

– flat: to compare ScooPy to a synthesizer without hierar-

chical capabilities, we converted every benchmark in the

main set to a flat benchmark: given a benchmark with

𝑘 total examples in all nesting levels, we retained only

the examples in the outer-most scope (examples from the

original task from the literature) then ran the LooPy (flat)

synthesizer on these examples. If the synthesizer returned

an overfitted program another example from the original
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(b) Task B. Brackets (scaffolding)
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(c) Task C. Brackets (test)

Figure 7. Time to complete each task in Study 2 for each participant. A participant who did not participate in the task, e.g.,

because of timing out in the scaffolding task, is denoted with a “-”. Averages include timeouts.

SyGuS task was added to the set. We continued adding

examples until a the synthesizer found the target program,

up to a limit of 𝑘 + 5 total examples, i.e., giving the flat

benchmark up to five additional examples over the total

number of nested examples.

Experimental setup. Experiments that refer to a “flat” syn-

thesizer use the LooPy synthesizer. In a flat setting (i.e., no

nesting), LooPy and ScooPy synthesizers are equivalent ex-

cept for ScooPy’s support of the retain predicate, which does

not feature in runs without nesting.

Times were recorded as an average of the synthesizer run-

time over five runs. We define a benchmark as solved if it

was solved in over half (i.e., three or more) of the runs, but in

practice no benchmark was split between solved and timeout

results.

All benchmarks were run on a laptop computer with 12th

Gen Intel(R) i7-1260P 2.10 GHz processor and 32 GB of RAM.

We ran the benchmarks on the with a timeout of 10 seconds.

7.1 RQ4: Difference in expressiveness
7.1.1 Method. To test RQ4 we constructed the flat bench-
mark for each benchmark in the main set, and attempted to

synthesize the same code with as few top-level examples as

possible and no nested examples. To compare it to ScooPy

in terms of expressiveness we ran the flat version of each

benchmark on the flat synthesizer, and examined the delta
from its main version that the ScooPy synthesizer solves:

the difference in the number of examples required for each

benchmark to be solved. For ScooPy, we count examples

as both the outer-most and any nested examples in inner

scopes, i.e., anything a user would have specified. We ran

each benchmark on both tools with a timeout of 10 seconds.

7.1.2 Results. The number of benchmarks solved at each

delta is shown in Figure 8.
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Figure 8. Number of benchmarks solved at each size of delta

between flat and main (cumulative). Benchmarks solved at

a positive difference (i.e., need more examples for flat) or
remain unsolved show ScooPy’s additional expressiveness.

In 15 of the 50 benchmarks, the flat synthesizer needed a

smaller total number of examples than ScooPy’s synthesizer.

This is because themain set was constructed tomimic human

action, rather than to minimize the number of examples used,

whereas the flat set was methodically constructed from it.

In eight additional benchmarks the number was equal, and

in 17 benchmarks, the flat synthesizer needed more examples

at the top-level than ScooPy needed at the top level and in

all nested scopes. Finally, in the 10 remaining benchmarks,

either 5 additional examples were not sufficient or a timeout

was reached, meaning the flat synthesizer could not find a

solution.

Evenwhen looking only at the number of examples, we see

that nested specifications’ ability to specify locally allows

many tasks to be solved with fewer examples. This was

originally the philosophy of Small-Step PBE [14]—which is
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Figure 9. Number of benchmarks solved, cumulative over

time (higher is better). ScooPy runs on benchmarks from the

main set while the flat synthesizer runs on their flat coun-
terparts. The orange line shows ScooPy only on benchmarks

that the flat synthesizer can solve, and is contained in the

full ScooPy (blue) run.

here extended to nesting. We find that often hierarchical

specifications can be more expressive.

7.2 RQ5: Accelerating the search
7.2.1 Method. To test whether nesting can accelerate the

search of the synthesizer’s space, we compared ScooPy and

the flat synthesizer: ScooPy on the main version of each

benchmark and the flat synthesizer on the corresponding

flat version. We ran each benchmark on both tools with a

timeout of 10 seconds. For each benchmark we measure the

synthesizer’s run time until solving.

7.2.2 Results. The number of benchmarks solved by each

synthesizer over time is shown in Figure 9. The graph shows

three lines: benchmarks solved by ScooPy, benchmarks solved

by the flat synthesizer, and an additional line showing the

progress of ScooPy on the 40 benchmarks that both synthe-

sizers can solve.

The flat synthesizer was able to solve 40 out of the 50

benchmarks. ScooPy solved all of these faster than the flat

synthesizer, as well as the remaining 10 benchmarks in the

set that time out in the flat synthesizer.

This shows the power of nesting to accelerate the search

by providing synthesis with simpler sub-goals and hints, and

allows us to answer RQ5 in the affirmative.

7.3 RQ6: ScooPy vs. LLMs
7.3.1 Method. To test RQ6 we compared ScooPy’s synthe-

sizer to a LLM with a PBE prompting strategy on a set of

benchmarks with hierarchical specifications.

Experimental setup. We used the OpenAI API for Python

for this experiment. We tried several models and chose gpt4-

o, as it performed the best of the available models. Our
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Figure 10. Comparing ScooPy to gpt4-o (higher is better).

For gpt4-o line shows the median run out for each bench-

mark, with the surrounding range delineating best and worst

runs.

prompt used the same role and description of the task in all

benchmarks. Our test program also validated the response

by counting the number of returned examples, verifying the

format of the response and evaluating the examples on the

code itself.

Prompting strategy. To prompt the model, we used a Chain

of Thought and Refinement style of prompting [41, 48]. Each

prompt contained the delineating comment for one example

scope, and nesting was constructed bottom-up: successful

results from nesting level𝑛−1were providedwith the prompt

to nesting level 𝑛, asking the model to use the previous

level’s result in the current level. The prompt asked the

model for code and to return the example scope provided

surrounding the code, to mimic ScooPy’s creation of example

scopes. Using input-output examples as part of the prompt

was preformed in multiple fields such as agents refinement

[41] and programs repairs [40].

If code could be extracted from the response, it was veri-

fied by evaluation on the examples in the specification, and

returned to the model if the code did not run or the examples
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did not hold. Additionally, preservation of examples in the

example scope was tested. Every time the model failed, we

provided it with the resulting error—failing to satisfy the

examples or a missing example scopes—as feedback. The

LLM then used this information in the next call to attempt

to fix the previous program. This iterative feedback loop is

widely used and was shown improve the accuracy of LLM-

generated code [7, 10, 38]. Benchmarks had a timeout of 20

seconds.

Data collected. We ran the above setup on all benchmarks in

the main set and collected the number of iterations needed,

the type of error for error iterations, and the time. Since

prompting an LLM is not deterministic, we ran each bench-

mark 5 times. We also compare these to the the runtimes of

ScooPy on the main set collected in Section 7.2.

7.3.2 Results. The results are shown in Figure 10. In all

runs, the LLM was able to solve correctly 31 out of the 50

benchmarks. While the maximum number of scopes in the

benchmark set (i.e., minimum number of queries at which

all benchmarks could be solved in the experimental setup)

was 5, the LLM required up to 15 queries to solve the tasks

it did solve. Likewise, the LLM took substantially longer to

solve the benchmarks—unsurprising given the number of

iterations with the LLM—only five tasks were solved in under

a second, whereas ScooPy solves 45 tasks in under a second.

93% of queries to the LLM returned some sort of erroneous

response. We analyzed the errors and found a variety of rea-

sons. In 74% the model did not return examples along with

the code, or changed the specification examples in the exam-

ple scope, in 13% the response did not satisfy the examples

provided, 11% of the responses contained no code at all, and

2% had other errors.

8 Discussion and Future Work
Usefulness of example scopes (RQ1). Users in both studies

were unequivocally pleased with example scopes as a tool for

testing and comprehension, both with and without access to

synthesis. The live feedback for example scopes also encour-

aged users to add more examples for new potentially-edge

cases they considered, finishing the task only after several

of those were green; this behavior was observed in both of

the studies. This meant task times were a little longer when

the method of solution was equivalent (i.e., the first study

and the Brackets task of the second study), but participants

were more certain of their solution.

Moreover, the presence of the examples surrounding a

synthesis result allowed them to reflect on a synthesis query

they made, and make fast judgements about whether the

code is overfitted. Example scopes were frequently used to

re-synthesize, and as a result, users trusted re-synthesized

code more than initially synthesized code.

We therefore answer RQ1 in the affirmative: ScooPy’s

introduction of example scopes helps users understand and

interact with synthesized code more effectively.

Understanding nested specifications (RQ2). Not all ScooPy
users correctly predicted what would happen the first time

they encountered synthesis with nested specifications in the

guided task of the second study. However, all correctly un-

derstood and explained back what had happened once it was

demonstrated to them. This base level understanding was

likely not enough to garner trust: ScooPy users did not fully

trust code synthesized with a nested specification, whereas

Scoopyflat users who understood exactly how the synthesizer

would treat nesting (i.e., ignore it) trusted the results more.

We believe this difference (average of 2.4 compared to 3 for

Scoopyflat, Table 1) would improve over continued use.

ScooPy participants rated the general principle as not

complicated to understand (Table 1), and were still more

pleased with their experience with synthesis. While we can-

not answer RQ2 with an unequivocal affirmative, we see the

results as promising, and believe that with time synthesis

with nested examples will feel like a less opaque action, even

though it is not a completely simple one.

Usefulness of synthesizing nested examples (RQ3). Our
second study found ScooPy to be very useful in a debugging

task, but not improving time or success in a codemodification

task. We do not know whether this is due to the nature of

the task or some characteristic of the task itself. However,

this does show that there are tasks where ScooPy makes a

big difference, and in others it is equivalent to Scoopyflat.

The overall satisfaction with ScooPy was higher. Users

reported less frustration and higher levels of understating of

the interaction. On average participants who used ScooPy

also added fewer examples and edited previous ones until

synthesis returned a desirable result: the additional expres-

siveness of ScooPy and its ability to provide specifications

locally lowers the burden of providing examples. This accen-

tuates the fact that though nested specifications are not the

best tool for every type of task, they do provide program-

mers with the ability to synthesize and express specifications

locally, itself a powerful tool.

To answer RQ3, then, synthesis with nested examples

sometimes improves on synthesis with flat examples.

Other ways to formnesting. Our initial hypothesis was that
the two main cases where nesting would form given example

scopes were using top-down and bottom-up construction

of the code. However, during our second study, 9 of the

16 participants in both groups managed to create nested

examples even though they essentially solved the task as

small-step PBE [14], synthesizing a sequence of assignments

one at a time, by synthesizing a new assignment at the end
of an enclosing scope. While unexpected as a behavior, this

only shows how easily example scopes saved in the code

file can wind up nested inside each other by unintentional
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programmer actions. This further motivates the need for

a tool that accepts nested examples when the programmer

later tries to interact with them.

A separate layer of liveness. Separating ScooPy’s live feed-

back into a separate layer of liveness separate fromProjection

Boxes was confusing to some users (P13, P15, P19). Moreover,

of those some noted that the values in the Projection Boxes

were simply not useful to them (P13, P19). While the values

in the Projection Boxes were used by many participants to

synthesize single scopes, this is not a necessity: the choice

to separate ScooPy into its own liveness layer in this way

means that example scopes and synthesis with them can be

used on their own, or in synthesis tools other than LooPy.

Preserving or prioritizing existing code. There was a spe-
cific tension in how users viewed synthesis with example

scopes: on the one hand, they expected incorrect code to be

fixed by the synthesizer. On the other hand, they wanted the

synthesizer to take into account code that exists inside the

scope, e.g., not replace an existing condition if it can be used

in the solution, and generally consider user-provided code.

While previous work on this in the context of synthesis-

driven program repair [35] was only moderately successful,

and mainly led to weird results, it is worth exploring given

new results in probabilistic grammars and the different do-

main.

Provenance and nesting of LLM-generated code. Though
large language models drive many available coding assis-

tants, we chose not to compare ScooPy against these assis-

tants directly. The initial problem that ScooPy tackles—the

provenance of code—is non-trivial with an LLM to an extent

that it constitutes a disparate and interesting research direc-

tion: how can provenance be stored when it should contain

a huge prompt? And how should the non-determinism of

LLM results factor into such documentation? On the other

hand, simply comparing to developing with, e.g., Copilot,

would not tell us much about the value of solutions to either

problem.

Moreover, our results in Section 7.3 show once nesting

has formed, LLMs may not be the right tools to tackle it:

querying a model took longer, returned worse results for

PBE tasks, and required many iterations and corrections to

both generate correct code and label it for the programmer.

Limitations. The external validity of our studies is limited

by our choice of participants. While Tahaei and Vaniea [39]

found CS students to be a cost-effective population for pro-

gramming studies, we tried to further mitigate the threat

by recruiting participants with Python experience and, in

our second study, adding a programming pretest. We also

acknowledge the results of the second study are limited to

tasks that are entirely within the scope of the tested syn-

thesizers. A more open-ended study where the tool only

supports some of users’ calls to the synthesizer would have

been more ecologically valid, but would have generated less

data about ScooPy’s novel features over the course of a single

session.

9 Conclusion
We presented ScooPy, a synthesis tool that records its spec-

ifications in example scopes and leverages these scopes to

give programmers live feedback. Because nesting of example

scopes can easily occur, ScooPy also supports synthesizing

with nested example scopes without losing the information

in the inner scopes. Our user studies demonstrate that exam-

ple scopes increase users’ engagement with the code, that

ScooPy is effective in improving success with synthesis in

some tasks, and that example scopes and live feedback from

them are helpful and favored by programmers.
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A The ScooPy Synthesis Algorithm
While Section 4.2 gives a high-level description of the ScooPy

synthesizer’s algorithm, in this section we describe it more

formally. We provide two equivalent descriptions of the al-

gorithm, one using inference rules and one in pseudocode.

ScooPy in inference rules. ScooPy is syntax-guided. Its gram-

mar, defined in in Figure 11, expands Python’s syntax to in-

clude example scopes that can wrap constructs in the target

language of the synthesizer. The scopeable nonterminal also

describes the target language of the ScooPy synthesizer, as

every synthesis result will be a scope.
ScooPy’s algorithm, then applies a set of inference rules

bottom-up until the top-level scope where the programmer

called the synthesizer. Figure 12 shows the inference rules,

whose operations are described in Section 4.2: each rule is

applied to a production with child nodes that have already

computed a triple of information ⟨ ˆE,𝑇 ,R⟩, where ˆE are ex-

amples that remain to be synthesized, 𝑇 are example pairs

synthesis must consider together when branching, and R is

code to retain, and computes such a triple for the current

node. The first four rules, scope, assign, cond, and seq han-

dle tree nodes with scopeable children, whereas the last two,
to-scopeable and to-scopeable2 turn an example scope

into a scopeable to allow it to compose with statements.

The seq and to-scopeable rules employ synthesize, a
call to the base flat synthesizer to generate one snippet satis-

fying a triple ⟨ ˆE,𝑇 ,R⟩.
Creating scopeables. There is a choice between two ways

to turn a scope into a scopeable: if the scope is directly under

a conditional, to-scopeable2, which is essentially a nop,
is used so that the cond rule can make use of the scope’s

examples. Otherwise, to-scopeable is applied, calling the

flat synthesizer.

The top-most example scope will be reached which would

call the scope rule, yielding a triple ⟨ ˆE,𝑇 ,R⟩ representing
the final step to be taken. synthesize(⟨ ˆE,𝑇 ,R⟩) is then
called a final time, and the result is returned.

ScooPy in pseudocode. An equivalent description of ScooPy’s
algorithm is shown in pseudocode in Algorithm 1: a recursive

traversal of the AST that uses the same triple of information

from child nodes—examples, pairs of examples to consider

together, and code to retain—until the top-level is reached.

The algorithmic formulation shows more clearly that a se-

quence of statements that interleaves example scopes is the

only non-top-level case where the flat synthesizer is called.
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𝑠𝑐𝑜𝑝𝑒:= E(𝑠𝑐𝑜𝑝𝑒𝑎𝑏𝑙𝑒)
𝑠𝑐𝑜𝑝𝑒𝑎𝑏𝑙𝑒:= 𝑎𝑠𝑠𝑔𝑛 #assign rule

| if 𝑐𝑜𝑛𝑑: 𝑠𝑐𝑜𝑝𝑒𝑎𝑏𝑙𝑒 else: 𝑠𝑐𝑜𝑝𝑒𝑎𝑏𝑙𝑒 #cond rule
| 𝑠𝑐𝑜𝑝𝑒𝑎𝑏𝑙𝑒; · · · ;𝑠𝑐𝑜𝑝𝑒𝑎𝑏𝑙𝑒 #seq rule
| 𝑠𝑐𝑜𝑝𝑒 #to-scopeable rule

𝑠𝑡𝑚𝑡 := 𝑠𝑐𝑜𝑝𝑒

| · · · #All Python statements

Figure 11. The Python language grammar extended with

example scopes. E(. . .) describes code wrapped in an exam-

ple scope with example set E. The three statements in the

scopeable nonterminal are the target language of the original

LooPy synthesizer.

𝑠 : ⟨ ˆE,𝑇 ,R⟩ E = {𝑖 → 𝑜}
ˆE′ = E ∪ ˆE

E(𝑠) : ⟨ ˆE′,𝑇 ,R⟩
scope

x = e : ⟨∅, ∅, ∅⟩
assign

𝑠1 : ⟨ ˆE1,𝑇1,R1⟩ 𝑠2 : ⟨ ˆE2,𝑇2,R2⟩
ˆE = ˆE1 ∪ ˆE2 R = R1 ∪ R2

𝑇 = ˆE1 × ˆE1 ∪ ˆE2 × ˆE2
if cond: 𝑠1 else: 𝑠2 : ⟨ ˆE,𝑇 ,R⟩

cond

𝑠1 : ⟨ ˆE1,𝑇1,R1⟩ · · · 𝑠𝑛 : ⟨ ˆE𝑛,𝑇𝑛,R𝑛⟩
R =

⋃{
synthesize(⟨ ˆE𝑖 ,𝑇𝑖 ,R𝑖⟩) | E𝑖 ≠ ∅

}
𝑖

𝑠1; · · · ; 𝑠𝑛 : ⟨∅, ∅,R⟩
seq

E(𝑠) : ⟨ ˆE,𝑇 ,R⟩
R′ = synthesize(⟨ ˆE,𝑇 ,R⟩)

E(𝑠) : ⟨∅, ∅,R′⟩
to-scopeable

E(𝑠) : ⟨ ˆE,𝑇 ,R⟩
E(𝑠) : ⟨ ˆE,𝑇 ,R⟩

to-scopeable2

Figure 12. Inference rules employed in ScooPy’s syntax-

guided approach. The result of processing eachAST nodewill

be a triple ⟨ ˆE,𝑇 ,R⟩ where E are examples being scooped up,

𝑇 are pairs of examples that need to be considered together

when branching, and R is code from previous synthesis calls

to be retained.
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Algorithm 1: The syntax-guided synthesis algorithm for ScooPy, using a flat synthesizer synthesize.

function Scoop(node: ASTNode): // Syntax-guided extraction of specifications
node match :

case E(scopeable): // Scope node

⟨ ˆE,𝑇 , R⟩ ← Scoop(scopeable)
return ⟨ ˆE ∪ E,𝑇 , R⟩ // add example scope’s examples to any specification inside

end
case assgn: // Assign node

return ⟨∅, ∅, ∅⟩
end
case if cond: scopeable1 else: scopeable2: // Cond node

⟨ ˆE1,𝑇1, R1 ⟩ ← Scoop(scopeable1) // Scoop then specification

⟨ ˆE2,𝑇2, R2 ⟩ ← Scoop(scopeable2) // Scoop else specification

// Gather examples and code to retain from both sides
ˆE ← ˆE1 ∪ ˆE2
R ← R1 ∪ R2
// Require examples from each branch be together in the result

𝑇 ← ˆE1 × ˆE1 ∪ ˆE2 × ˆE2
return ⟨∅, ∅, ∅⟩

end
case scopeable1 ; . . . ; scopeable𝑛 : // Sequence node
R ← ∅
foreach scopable𝑖 :
⟨ ˆE𝑖 ,𝑇𝑖 , R𝑖 ⟩ ← Scoop(scopeable𝑖)
if ˆE𝑖 ≠ ∅ :

res←synthesize(⟨ ˆE𝑖 ,𝑇𝑖 , R𝑖 ⟩) // Call flat synthesizer on current child

R ← R ∪ res // retain resulting code

end
end
return ⟨∅, ∅, R⟩ // All examples were synthesized for children, only retained code is passed up

end
end

end
function synthesizeTopLevel(topLevel: Example scope): // Synthesize selected example scope

⟨ ˆE,𝑇 , R⟩ ← Scoop(topLevel) // Scoop handles everything but the top level scope

return synthesize(⟨ ˆE,𝑇 , R⟩)
end


	Abstract
	1 Introduction
	2 ScooPy by Example
	3 Background and Related Work
	3.1 Synthesis from Examples
	3.2 Supporting Users of PBE
	3.3 The LooPy Synthesizer

	4 The ScooPy System
	4.1 Editing and Liveness of Example Scopes
	4.2 The ScooPy Synthesizer

	5 User Study 1: Example Scopes
	5.1 Method
	5.2 Results

	6 User Study 2: Synthesizing
	6.1 Method
	6.2 Results

	7 Non-User Evaluation
	7.1 RQ4: Difference in expressiveness
	7.2 RQ5: Accelerating the search
	7.3 RQ6: ScooPy vs. LLMs

	8 Discussion and Future Work
	9 Conclusion
	Acknowledgments
	References
	A The ScooPy Synthesis Algorithm

